**Financial Forecasting**

**Recursion :** Recursion is a programming technique where a method calls itself to solve a smaller instance of the same problem. It is particularly useful when a problem can be broken down into similar sub-problems.

**Code:**

public class FinancialForecast {

public static double futureValue(double presentValue, double rate, int years) {

if (years == 0) {

return presentValue;

}

return (1 + rate) \* futureValue(presentValue, rate, years - 1);

}

public static void main(String[] args) {

double presentValue = 1000.0;

double rate = 0.05; // 5% annual growth

int years = 5;

double result = futureValue(presentValue, rate, years);

System.out.println("Future Value after " + years + " years: " + result);

}

}

**Output:**![](data:image/png;base64,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)  
  
**Time Complexity:**

* The recursive solution has **O(n)** time complexity because it makes one recursive call per year until n == 0.

**Space Complexity:**

* The space complexity is also **O(n)** due to the call stack, which holds one frame per recursive call.

**Optimization:(Memoization)**public static double futureValueIterative(double presentValue, double rate, int years) {

double result = presentValue;

for (int i = 1; i <= years; i++) {

result \*= (1 + rate);

}

return result;

}  
  
The above optimization prevents stack overflow by optimizing space.